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**Аннотация**

Аннотация курсовой работы:

Данная курсовая работа посвящена созданию программы для игры "Сиджа". "Сиджа" - это стратегическая настольная игра для двух игроков, цель которой заключается в поедании шашек противника и выведении своих шашек за его пределы. В рамках курсовой работы будет разработано программное обеспечение на языке программирования Python с использованием графической библиотеки Tkinter для создания пользовательского интерфейса.

Основные цели и задачи курсовой работы:

1. Изучение правил игры "Сиджа" и ее стратегий.

2. Проектирование архитектуры программы, включая структуру классов и взаимодействие между ними.

3. Реализация игровой логики, включая расстановку шашек на игровом поле, выполнение ходов игроков и определение условий победы или поражения.

4. Разработка графического интерфейса с помощью библиотеки Tkinter, включающего игровое поле, элементы управления и отображение текущего состояния игры.

5. Тестирование программы на соответствие правилам игры, а также на стабильность и корректность работы.

Ожидаемые результаты курсовой работы включают в себя полностью функционирующую программу для игры "Сиджа" с интуитивно понятным интерфейсом, способную обрабатывать ходы игроков и определять итог игры в соответствии с правилами.
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**Введение**

Игра «Сиджа».

Поле 5 на 5. Положение фигур в случайном порядке. Игроки поочередно совершают ход. Если игрок “съел” шашку противника - он продолжает ход. За одну фазу игры игрок может закончить игру в свою пользу все время совершая верные ходы. В случае, если нет ходов, при которых игрок мог бы съесть шашку оппонента - ход переходит к противнику. Игра считается завершенной в том случае, если у игрока одной из сторон не осталось шашек на поле.

Функциональные возможности приложения: авторизация, регистрация, игра Сиджа.

**1. Основания для разработки**

Основанием для разработки является учебный план направления 09.03.02 «Информационные системы и технологии» и распоряжение по факультету.

**2. Требования к программе или программному изделию**

**2.1. Функциональное назначение**

Приложение создано для игры в «Сиджа». Данное приложение должно иметь графический интерфейс. Необходимо реализовать авторизацию, регистрацию. Данные пользователя хранить в файле, БД не нужно.

**2.2 Требования к функциональным характеристикам**

2.2.1 Требования к структуре приложения

Требования к графическому и пользовательскому интерфейсам:

1. программа должна работать в графическом режиме;
2. в программе должна использоваться мышка для перемещения шашек;

В данной работе использовались библиотеки:

1. Tkinter – для создания и отображения меню

2.2.2 Требования к составу функций приложения

Приложение включает в себя следующие классы:

1. Checkers – представляет из себя класс пешки
2. Field – формирует игровую доску
3. Game – задает игру, правила игры, работает с доской

Приложение включает в себя следующие функции:

1. Регистрация / авторизация пользователя.
2. Проверка логина и пароля.
3. Шифрование логина и пароля.
4. Проверять правильность хода.
5. Выявлять победителя.
6. Начать игру заново.

Приложение включает в себя следующие алгоритмы:

1. Проверка регистрации пользователя.
2. Проверка на авторизированных пользователей.
3. Проверка корректности логина и пароля.
4. Шифрование логина и пароля.
5. Начало новой игры.
6. Генерация поля.
7. Проверка на победу.
8. Реализация ходов.

2.2.3 Требования к организации информационного обеспечения, входных и выходных данных

* Пользовательский интерфейс – графический.
* При регистрации, поля ввода не должны быть пустыми.
* Логин и пароль должны состоять из латинских букв и цифр в количестве от 1 до 16.
* Входные данные при регистрации должны шифроваться и записываться в текстовый файл.

**2.3 Требования к надёжности**

Необходимо, чтобы входные данные можно было бы зашифровать с помощью Виженера, то есть они должны быть либо в латинском алфавите, либо одной из цифр.

**2.4 Требования к информационной и программной совместимости**

1. ОС: Windows 10 22H2.
2. Среда разработки: PyCharm Community Edition Version: 2023.3.4
3. Версия языка: Python 3.10.
4. Библиотеки: tkinter.

**2.5 Требования к маркировке и упаковке**

Определяются заданием на курсовую работу.

**2.6 Требования к транспортированию и хранению**

2.6.1 Условия транспортирования

Требования к условиям транспортирования не предъявляются.

2.6 2 Условия хранения

Условия хранения для диска CD-R следующие:

температура – от 5°C до 20°C.

влажность – от 30% до 50%.

2.6 3 Сроки хранения

Срок хранения – до июля 2025 года.

**3. Требования к программной документации**

Определяются заданием на курсовую работу.

**4. Стадии и этапы разработки**

Определяются заданием на курсовую работу.

**5. Порядок контроля и приёмки**

Определяются заданием на курсовую работу.
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**Введение**

Реализована игра «Сиджа».

Поле 5 на 5. Положение фигур в случайном порядке. Игроки поочередно совершают ход. Если игрок “съел” шашку противника - он продолжает ход. За одну фазу игры игрок может закончить игру в свою пользу все время совершая верные ходы. В случае, если нет ходов, при которых игрок мог бы съесть шашку оппонента - ход переходит к противнику. Игра считается завершенной в том случае, если у игрока одной из сторон не осталось шашек на поле.

Функциональные возможности приложения: авторизация, регистрация, игра Сиджа.

Реализованы такие структуры данных, как: checker, field, game, move

Checker: реализация ходов отдельной шашки.

Field: реализация игрового поля.

Game: отвечает за GUI и правила игры.

Move: отвечает за ходы шашек по полю

**1. Проектная часть**

**1.1 Постановка задачи на разработку приложения**

Определяется заданием на курсовую работу. Детализируется в разработанном техническом задании (приложение 1).

**1.2 Математические методы**

Математические методы не применялись.

**1.3 Архитектура и алгоритмы**

1.3.1. Архитектура

Структура Checker– представляет из себя шашку, включает в себя:

тип шашки.

Field: содержит двухмерную матрицу, которая представляет из себя доску, генерация поля, получение координат шашки, создает копию поля для расчета перемещения ии.

Game: изображения для шашек, отрисовка поля, отрисовка шашек, совершение ходов игроком, совершение ходов ии, алгоритм оптимального хода для ии, алгоритм проверки наихудшего хода для ии, проверка ходов игрока, проверка на конец игры.

**1.3.2. Алгоритм МИНИМАКС**

Алгоритм реализует поиск оптимального хода.
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**1.3.2 Алгоритм шифрования Виженера**

Алгоритм реализует шифрование пароля при регистрации.
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**1.3.3 Алгоритм дешифрования Виженера**

Алгоритм реализует дешифрование пароля при авторизации.
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1.3.1 Алгоритм создания поля

Данный алгоритм осуществляет отрисовку и заполнение поля.

1.3.2 Алгоритм совершения ходов ии

Алгоритм осуществляет поиск всех возможных ходов ии.

1.3.3 Алгоритм поиска оптимального хода для ии

Данный алгоритм осуществляет поиск оптимального хода ии.

1.3.4 Алгоритм поиска худшего хода ии

Алгоритм осуществляет поиск ходов ии, которые он может не осуществлять.

1.3.5 Алгоритм проверки ходов игрока

Данный алгоритм учитывает ходы игрока для наилучшего хода ии.

1.3.6 Алгоритм хода пешки

Алгоритм меняет положение шашки, удаляет съеденные.

1.3.7 Алгоритм проверки на окончание игры

Алгоритм проверяет можно ли закончить игру

**1.4 Тестирование**

Для проверки реализованного приложения проведено ручное тестирование. Исходный код проверен на наличие неиспользуемых переменных, ошибок, связанных с логикой игры, ошибок форматирования введенных данных пользователем.

Для тестирования взяты два распространенных сценария наиболее часто приводящих к ошибке.

1 Сценарий. Неверный ввод пользователем данных.

"Действие пользователя: пустой ввод"

"Ожидаемый результат: пользователь получит сообщение "Ничего не введено""

"Фактический результат: пользователь получает сообщение "Ничего не введено""

2 Сценарий. Попытка авторизации пользователя, ранее не зарегистрированного.

"Действие пользователя: авторизация несуществующего аккаунта"

"Ожидаемый результат: пользователь получит сообщение "Вы ввели неправильный логин или пароль""

"Фактический результат: пользователь получает сообщение "Вы ввели неправильный логин или пароль""

**2. Источники, использованные при разработке**

1. **Лутц, М.** Изучаем Python [Текст]: учеб. - метод, пособие — 6-e изд. - 2019. (дата обращения: 16.03.2024).
2. Tkinter // tkinter URL: https://metanit.com/python/tkinter/ (дата обращения: 15.03.2024).

3. PyQt6 // articles URL: https://habr.com/ru/companies/skillfactory/articles

/599599/ (дата обращения: 18.03.2024).

4. Сиджа // wikipedia URL: https://ru.wikipedia.org/wiki/%D0%A1%D0%B8

%D0%B4%D0%B6%D0%B0 (дата обращения: 14.03.2024).

**3. Приложения**

1) Приложение-1. Техническое задание.

2) Приложение-2. Руководство программиста.
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**1. Назначение и условия применения программы**

**1.1 Назначение и функции, выполняемые приложением**

Игра «Сиджа».

Поле 5 на 5. Положение фигур в случайном порядке. Игроки поочередно совершают ход. Если игрок “съел” шашку противника - он продолжает ход. За одну фазу игры игрок может закончить игру в свою пользу все время совершая верные ходы. В случае, если нет ходов, при которых игрок мог бы съесть шашку оппонента - ход переходит к противнику. Игра считается завершенной в том случае, если у игрока одной из сторон не осталось шашек на поле.

Функциональные возможности приложения: авторизация, регистрация, игра Сиджа.

**1.2 Условия, необходимые для использования приложения**

1. ОС: Windows 10 22H2.
2. Среда разработки: PyCharm Community Edition Version: 2023.3.4
3. Версия языка: Python 3.10
4. Библиотеки: tkinter.

В качестве БД использовать файл.

**2. Характеристики программы**

**2.1 Характеристики приложения**

Количество значимых строк кода – 840.

Количество алгоритмов – 30.

Количество методов – 35.

Порядок работы:

Запуск программы производится двойным щелчком мыши на файле «main.exe» или на его ярлыке.

При запуске приложения появляется окно регистрации/авторизации пользователя и выхода (Рис. 1). Логин и пароль должны состоять из набора латинских букв и цифр, с длиной символов от 1 до 16. В случае введения некорректных данных на окне появляются замечания.

Кнопка Регистрация позволяет регистрировать пользователя, Авторизация – авторизоваться.

![](data:image/png;base64,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)

Рис. 1

При успешной регистрации, появляется окно с подтверждением регистрации (Рис. 2).
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Рис. 2

При успешной авторизации, появляется окно игры (Рис. 3). Также на Рис.3 представлен геймплей. Кнопки игрового поля позволяют совершать ходы пользователю в соответствии с правилами игры.

![](data:image/png;base64,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)

Рис. 3

Случай победы можно увидеть на Рис. 4. Появляются Победа белых или Победа черных.

![](data:image/png;base64,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)

Рис. 4

**2.2 Особенности реализации приложения**

В программе используются массивы, отвечающие за наименование координат игрового поля и для проверки победителя, правильности ходов, работы компьютера.

Приложение используются библиотеки:

* tkinter – для создания доски и меню;

**3. Обращение к программе**

АТД Ckecker требует реализации следующих методов:

1. change\_type – изменяет тип шашки

АТД Field требует реализации следующих методов:

1. copy() – создает копию поля
2. generate() – создает поле в начальном положении с шашками
3. is\_within – определяет, в пределах поля лежит ли точка
4. type\_at – определяет тип шашки по координатам
5. at – определяет шашку по координатам

АТД Game требует реализации следующих методов:

1. \_\_init\_images – инициализирует изображения
2. \_\_draw\_field\_grid – отрисовка поля
3. \_\_draw\_chekers – отрисовка шашек
4. mouse\_move – движение мыши
5. mouse\_down – нажатие левой кнопки мыши
6. \_\_handle\_move – совершение хода
7. \_\_check\_capture – выполнение съедания шашки противника
8. \_\_get\_next\_capture\_move – следующий возможный захват для шашки
9. \_\_handle\_player\_turn – обработка хода игрока и возможности продолжения хода
10. \_\_handle\_enemy\_turn – определение и выполнение хода ии
11. \_\_predict\_optimal\_moves – предсказание оптимального хода для ии
12. \_\_can\_capture\_again – проверка на еще один захват
13. \_\_check\_for\_game\_over – проверка на конец игры
14. \_\_check\_lines – проверка вертикальных и горизонтальных линия для поедания шашек для ии
15. \_\_get\_moves\_list – получение списка ходов
16. \_\_get\_required\_moves\_list – получение списка обязательных ходов
17. \_\_get\_optional\_moves\_list – получение списка необязательных ходов

Для реализации алгоритма МИНИМАКС необходим следующий функционал:

1. \_\_predict\_optimal\_moves – оценочный алгоритм, поиск лучшего хода
2. \_\_get\_moves\_list – возвращает все ходы, которые можно сделать. Учитывает в себе необходимость бить (правило игры).

Библиотеки:

1. Tkinter – использовалась для создания шахматной доски и меню

В виде БД обычные файлы txt.

**4. Сообщения**

При победе программа отображает победителя, в виде сообщений: «Белые победили!» или «Черные победили!»

При некорректном вводе логина и пароля отображается замечание: «Вы ввели неправильный логин или пароль»

**Код программы**

**main.py:**

from tkinter import Tk, Canvas, Button, Entry, Label, messagebox

from Sidja.game import Game

from Sidja.constants import X\_SIZE, Y\_SIZE, CELL\_SIZE

from Authorization.cypher import vigenere\_encrypt

from pathlib import Path

USER\_DATA\_PATH = Path('users.txt') # Путь к файлу с данными пользователей

key = "key"

def main():

main\_window = Tk()

main\_window.title('Сиджа')

def open\_auth():

main\_window.destroy()

auth\_window = Tk()

auth\_window.title('Авторизация')

def handle\_auth():

user\_login = input\_login.get()

user\_password = input\_password.get()

user\_data = {"log": user\_login, "pas": user\_password}

user\_encrypted = vigenere\_encrypt(str(user\_data), key)

with USER\_DATA\_PATH.open('r', encoding='utf-8') as file:

existing\_users = file.readlines()

if user\_encrypted + '\n' in existing\_users:

auth\_window.destroy()

run\_tkinter\_app()

else:

messagebox.showerror("Ошибка", "Вы ввели неправильный логин или пароль")

label\_login = Label(auth\_window, text="Введите логин:")

label\_login.pack()

input\_login = Entry(auth\_window)

input\_login.pack()

label\_password = Label(auth\_window, text="Введите пароль:")

label\_password.pack()

input\_password = Entry(auth\_window, show="\*")

input\_password.pack()

login\_btn = Button(auth\_window, text="OK", command=handle\_auth)

login\_btn.pack()

auth\_window.mainloop()

def open\_reg():

main\_window.destroy()

reg\_window = Tk()

reg\_window.title('Регистрация')

def handle\_reg():

user\_login = new\_login.get()

user\_password = new\_pass.get()

user\_data = {"log": user\_login, "pas": user\_password}

user\_encrypted = vigenere\_encrypt(str(user\_data), key)

if len(user\_login) > 16:

messagebox.showerror("Ошибка", "Длина логина превысила 16 символов")

elif len(user\_login) == 0:

messagebox.showerror("Ошибка", "Ничего не введено")

else:

with USER\_DATA\_PATH.open('r', encoding='utf-8') as file:

existing\_users = file.readlines()

if user\_encrypted + '\n' in existing\_users:

messagebox.showerror("Ошибка", "Такой аккаунт уже зарегистрирован")

else:

with USER\_DATA\_PATH.open('a', encoding='utf-8') as file:

file.write(user\_encrypted + '\n')

messagebox.showinfo("Успешная регистрация", "Вы успешно зарегистрированы!")

reg\_window.destroy()

main()

label\_login = Label(reg\_window, text="Введите логин:")

label\_login.pack()

new\_login = Entry(reg\_window)

new\_login.pack()

label\_password = Label(reg\_window, text="Введите пароль:")

label\_password.pack()

new\_pass = Entry(reg\_window, show="\*")

new\_pass.pack()

reg\_btn = Button(reg\_window, text="OK", command=handle\_reg)

reg\_btn.pack()

reg\_window.mainloop()

auth\_btn = Button(main\_window, text="Авторизация", command=open\_auth)

auth\_btn.pack(pady=10)

reg\_btn = Button(main\_window, text="Регистрация", command=open\_reg)

reg\_btn.pack(pady=10)

main\_window.mainloop()

def run\_tkinter\_app():

tk\_window = Tk()

tk\_window.title('Сиджа')

tk\_window.resizable(0, 0)

canvas = Canvas(tk\_window, width=CELL\_SIZE \* X\_SIZE, height=CELL\_SIZE \* Y\_SIZE)

canvas.pack()

game = Game(canvas, X\_SIZE, Y\_SIZE)

canvas.bind("<Motion>", game.mouse\_move)

canvas.bind("<Button-1>", game.mouse\_down)

tk\_window.mainloop()

if \_\_name\_\_ == '\_\_main\_\_':

main()

**checker.py:**

from Sidja.enums import CheckerType

class Checker:

def \_\_init\_\_(self, type: CheckerType = CheckerType.NONE):

self.\_\_type = type

@property

def type(self):

return self.\_\_type

def change\_type(self, type: CheckerType):

'''Изменение типа шашки'''

self.\_\_type = type

**constants.py:**

from Sidja.point import Point

from Sidja.enums import CheckerType, SideType

# Сторона за которую играет игрок

PLAYER\_SIDE = SideType.WHITE

# Размер поля

X\_SIZE = Y\_SIZE = 5

# Размер ячейки (в пикселях)

CELL\_SIZE = 75

# Ширина рамки (Желательно должна быть чётной)

BORDER\_WIDTH = 2 \* 2

# Цвета игровой доски

FIELD\_COLORS = ['#757575', '#A2A2A2']

# Цвет рамки при наведении на ячейку мышкой

HOVER\_BORDER\_COLOR = '#1AFF00'

# Цвет рамки при выделении ячейки

SELECT\_BORDER\_COLOR = '#0015FF'

# Цвет кружков возможных ходов

POSIBLE\_MOVE\_CIRCLE\_COLOR = '#FF00E2'

# Возможные смещения ходов шашек

MOVE\_OFFSETS = [

Point(1, 0), # Вправо

Point(-1, 0), # Влево

Point(0, 1), # Вниз

Point(0, -1) # Вверх

]

# Массивы типов белых и чёрных шашек [Обычная пешка]

WHITE\_CHECKERS = [CheckerType.WHITE\_REGULAR]

BLACK\_CHECKERS = [CheckerType.BLACK\_REGULAR]

**enums.py:**

from enum import Enum, auto

class SideType(Enum):

WHITE = auto()

BLACK = auto()

def opposite(side):

if (side == SideType.WHITE):

return SideType.BLACK

elif (side == SideType.BLACK):

return SideType.WHITE

else: raise ValueError()

class CheckerType(Enum):

NONE = auto()

WHITE\_REGULAR = auto()

BLACK\_REGULAR = auto()

BLOCKED = auto()

field.py:

from Sidja.enums import CheckerType

from Sidja.checker import Checker

import random

from Sidja.constants import WHITE\_CHECKERS, BLACK\_CHECKERS

from functools import reduce

class Field:

def \_\_init\_\_(self, x\_size: int, y\_size: int):

self.\_\_x\_size = x\_size

self.\_\_y\_size = y\_size

self.generate()

@property

def x\_size(self) -> int:

return self.\_\_x\_size

@property

def y\_size(self) -> int:

return self.\_\_y\_size

@property

def size(self) -> int:

return max(self.x\_size, self.y\_size)

@classmethod

def copy(cls, field\_instance):

'''Создаёт копию поля из образца'''

field\_copy = cls(field\_instance.x\_size, field\_instance.y\_size)

for y in range(field\_instance.y\_size):

for x in range(field\_instance.x\_size):

field\_copy.at(x, y).change\_type(field\_instance.type\_at(x, y))

return field\_copy

def generate(self):

'''Генерация поля с шашками'''

self.\_\_checkers = [[Checker() for \_ in range(self.x\_size)] for \_ in range(self.y\_size)]

# Заблокировать центральную клетку

central\_x = self.x\_size // 2

central\_y = self.y\_size // 2

self.\_\_checkers[central\_y][central\_x].change\_type(CheckerType.BLOCKED)

# Расставляем 12 черных шашек

black\_coordinates = set() # Множество для хранения выбранных координат черных шашек

black\_count = 0

while black\_count < 12:

x = random.randint(0, self.x\_size - 1)

y = random.randint(0, self.y\_size - 1)

if (x, y) not in black\_coordinates and self.\_\_checkers[y][x].type == CheckerType.NONE:

self.\_\_checkers[y][x].change\_type(CheckerType.BLACK\_REGULAR)

black\_coordinates.add((x, y)) # Добавляем координаты в множество

black\_count += 1

# Расставляем 12 белых шашек

white\_coordinates = set() # Множество для хранения выбранных координат белых шашек

white\_count = 0

while white\_count < 12:

x = random.randint(0, self.x\_size - 1)

y = random.randint(0, self.y\_size - 1)

if (x, y) not in black\_coordinates and (x, y) not in white\_coordinates and self.\_\_checkers[y][

x].type == CheckerType.NONE:

self.\_\_checkers[y][x].change\_type(CheckerType.WHITE\_REGULAR)

white\_coordinates.add((x, y)) # Добавляем координаты в множество

white\_count += 1

# Разблокировать центральную клетку

self.\_\_checkers[central\_y][central\_x].change\_type(CheckerType.NONE)

def type\_at(self, x, y):

if 0 <= x < self.x\_size and 0 <= y < self.y\_size:

if self.\_\_checkers[y][x] is not None:

return self.\_\_checkers[y][x].type

return None

def at(self, x: int, y: int) -> Checker:

'''Получение шашки на поле по координатам'''

if 0 <= x < self.x\_size and 0 <= y < self.y\_size:

return self.\_\_checkers[y][x]

else:

# Возвращаем пустую шашку за пределами поля

return Checker() # Или любое другое значение, указывающее на отсутствие шашки

def is\_within(self, x: int, y: int) -> bool:

'''Определяет лежит ли точка в пределах поля'''

return (0 <= x < self.x\_size and 0 <= y < self.y\_size)

**game.py:**

from tkinter import Canvas, Event, messagebox

import random

from math import inf

from typing import Tuple

from Sidja.field import Field

from Sidja.move import Move

from Sidja.constants import \*

from Sidja.enums import CheckerType, SideType

class Game:

def \_\_init\_\_(self, canvas: Canvas, x\_field\_size: int, y\_field\_size: int):

self.\_\_canvas = canvas

self.\_\_field = Field(x\_field\_size, y\_field\_size)

self.\_\_player\_turn = True

self.\_\_hovered\_cell = Point()

self.\_\_selected\_cell = Point(-1, -1)

self.\_\_white\_score = 0 # Инициализация счета для белых

self.\_\_black\_score = 0 # Инициализация счета для черных

self.checkers\_type\_for\_game()

self.\_\_draw()

# Если игрок играет за чёрных, то совершить ход противника

if PLAYER\_SIDE == SideType.BLACK:

self.\_\_handle\_enemy\_turn()

def checkers\_type\_for\_game(self):

'''Инициализация изображений'''

self.\_\_images = {

CheckerType.WHITE\_REGULAR: 'white',

CheckerType.BLACK\_REGULAR: 'black',

}

def \_\_draw(self):

'''Отрисовка сетки поля и шашек'''

self.\_\_canvas.delete('all')

self.\_\_draw\_field\_grid()

self.\_\_draw\_checkers()

def \_\_draw\_field\_grid(self):

'''Отрисовка сетки поля'''

for y in range(self.\_\_field.y\_size):

for x in range(self.\_\_field.x\_size):

self.\_\_canvas.create\_rectangle(x \* CELL\_SIZE, y \* CELL\_SIZE, x \* CELL\_SIZE + CELL\_SIZE, y \* CELL\_SIZE + CELL\_SIZE, fill=FIELD\_COLORS[(y + x) % 2], width=0, tag='boards')

if self.\_\_selected\_cell is not None and x == self.\_\_selected\_cell.x and y == self.\_\_selected\_cell.y:

self.\_\_canvas.create\_rectangle(x \* CELL\_SIZE + BORDER\_WIDTH // 2, y \* CELL\_SIZE + BORDER\_WIDTH // 2, x \* CELL\_SIZE + CELL\_SIZE - BORDER\_WIDTH // 2, y \* CELL\_SIZE + CELL\_SIZE - BORDER\_WIDTH // 2, outline=SELECT\_BORDER\_COLOR, width=BORDER\_WIDTH, tag='border')

elif (x == self.\_\_hovered\_cell.x and y == self.\_\_hovered\_cell.y):

self.\_\_canvas.create\_rectangle(x \* CELL\_SIZE + BORDER\_WIDTH // 2, y \* CELL\_SIZE + BORDER\_WIDTH // 2, x \* CELL\_SIZE + CELL\_SIZE - BORDER\_WIDTH // 2, y \* CELL\_SIZE + CELL\_SIZE - BORDER\_WIDTH // 2, outline=HOVER\_BORDER\_COLOR, width=BORDER\_WIDTH, tag='border')

# Отрисовка возможных точек перемещения, если есть выбранная ячейка

if (self.\_\_selected\_cell):

player\_moves\_list = self.\_\_get\_moves\_list(PLAYER\_SIDE)

for move in player\_moves\_list:

if (self.\_\_selected\_cell.x == move.from\_x and self.\_\_selected\_cell.y == move.from\_y):

self.\_\_canvas.create\_oval(move.to\_x \* CELL\_SIZE + CELL\_SIZE / 3, move.to\_y \* CELL\_SIZE + CELL\_SIZE / 3, move.to\_x \* CELL\_SIZE + (CELL\_SIZE - CELL\_SIZE / 3), move.to\_y \* CELL\_SIZE + (CELL\_SIZE - CELL\_SIZE / 3), fill=POSIBLE\_MOVE\_CIRCLE\_COLOR, width=0, tag='posible\_move\_circle')

def \_\_draw\_checkers(self):

'''Отрисовка шашек'''

for y in range(self.\_\_field.y\_size):

for x in range(self.\_\_field.x\_size):

checker\_type = self.\_\_field.type\_at(x, y)

if checker\_type != CheckerType.NONE:

color = 'white' if checker\_type == CheckerType.WHITE\_REGULAR else 'black'

border\_color = 'black' if color == 'white' else 'white'

border\_width = 5 # Устанавливаем ширину границы

self.\_\_canvas.create\_oval(

x \* CELL\_SIZE, y \* CELL\_SIZE,

(x + 1) \* CELL\_SIZE, (y + 1) \* CELL\_SIZE,

fill=color, outline=border\_color, width=border\_width

)

def mouse\_move(self, event: Event):

'''Событие перемещения мышки'''

x, y = (event.x) // CELL\_SIZE, (event.y) // CELL\_SIZE

if (x != self.\_\_hovered\_cell.x or y != self.\_\_hovered\_cell.y):

self.\_\_hovered\_cell = Point(x, y)

# Если ход игрока, то перерисовать

if (self.\_\_player\_turn):

self.\_\_draw()

def mouse\_down(self, event: Event):

'''Событие нажатия мышки'''

if not (self.\_\_player\_turn): return

x, y = (event.x) // CELL\_SIZE, (event.y) // CELL\_SIZE

# Если точка не внутри поля

if not (self.\_\_field.is\_within(x, y)): return

if (PLAYER\_SIDE == SideType.WHITE):

player\_checkers = WHITE\_CHECKERS

elif (PLAYER\_SIDE == SideType.BLACK):

player\_checkers = BLACK\_CHECKERS

else: return

# Если нажатие по шашке игрока, то выбрать её

if (self.\_\_field.type\_at(x, y) in player\_checkers):

self.\_\_selected\_cell = Point(x, y)

self.\_\_draw()

elif (self.\_\_player\_turn):

try:

move = Move(self.\_\_selected\_cell.x, self.\_\_selected\_cell.y, x, y)

# Если нажатие по ячейке, на которую можно походить

if (move in self.\_\_get\_moves\_list(PLAYER\_SIDE)):

if self.\_\_field.type\_at(x, y) == CheckerType.NONE and move in self.\_\_get\_moves\_list(PLAYER\_SIDE):

self.\_\_handle\_player\_turn(move)

else:

# Если не ход игрока, то ход противника

if not (self.\_\_player\_turn):

self.\_\_handle\_enemy\_turn()

except:

pass

def \_\_handle\_move(self, move: Move, draw: bool = True) -> bool:

"""Совершение хода и проверка на захват шашек без перемещения"""

# Сохраняем тип шашки до перемещения

moving\_checker\_type = self.\_\_field.type\_at(move.from\_x, move.from\_y)

# Перемещаем шашку

self.\_\_field.at(move.from\_x, move.from\_y).change\_type(CheckerType.NONE)

self.\_\_field.at(move.to\_x, move.to\_y).change\_type(moving\_checker\_type)

# Проверяем возможность захвата без фактического перемещения шашки игрока

captured = self.\_\_check\_capture(move.to\_x, move.to\_y, moving\_checker\_type)

if draw:

self.\_\_draw()

return captured

def \_\_check\_capture(self, x, y, player\_type) -> bool:

"""Проверка на захват и выполнение захвата по вертикали и горизонтали."""

captured = False

directions = [(0, 1), (1, 0), (0, -1), (-1, 0)] # Ограничиваем направления проверки

for dx, dy in directions:

next\_x, next\_y = x + dx, y + dy

if self.\_\_field.is\_within(next\_x, next\_y):

if self.\_\_field.type\_at(next\_x, next\_y) != player\_type and self.\_\_field.type\_at(next\_x,

next\_y) != CheckerType.NONE:

# Если шашка противника находится рядом, проверяем, можно ли её "съесть"

opposite\_x, opposite\_y = next\_x + dx, next\_y + dy

if self.\_\_field.is\_within(opposite\_x, opposite\_y) and self.\_\_field.type\_at(opposite\_x,

opposite\_y) == player\_type:

# Захватываем шашку противника

self.\_\_field.at(next\_x, next\_y).change\_type(CheckerType.NONE)

captured = True

return captured

def \_\_get\_next\_capture\_move(self, x: int, y: int) -> Move:

'''Находит следующий возможный захват для шашки'''

player\_type = self.\_\_field.type\_at(x, y)

enemy\_type = CheckerType.WHITE\_REGULAR if player\_type == CheckerType.BLACK\_REGULAR else CheckerType.BLACK\_REGULAR

for dx, dy in [(1, 0), (-1, 0), (0, 1), (0, -1)]:

next\_x = x + dx \* 2

next\_y = y + dy \* 2

between\_x = x + dx

between\_y = y + dy

if (self.\_\_field.is\_within(next\_x, next\_y) and

self.\_\_field.type\_at(between\_x, between\_y) == enemy\_type and

self.\_\_field.type\_at(next\_x, next\_y) == CheckerType.NONE):

return Move(x, y, next\_x, next\_y)

return None

def \_\_handle\_player\_turn(self, move: Move):

'''Обработка хода игрока и возможность продолжения хода'''

self.\_\_player\_turn = False

# Проверка наличия захвата после выполнения хода игрока

captured = self.\_\_handle\_move(move)

# Если после хода игрока не было захвата, передать ход компьютеру

if not captured:

self.\_\_handle\_enemy\_turn() # Передача хода компьютеру

# Проверка на возможность продолжения хода в случае захвата

while captured and self.\_\_can\_capture\_again(move.to\_x, move.to\_y):

self.\_\_draw() # Обновление доски

move = self.\_\_get\_next\_capture\_move(move.to\_x, move.to\_y)

captured = self.\_\_handle\_move(move)

self.\_\_player\_turn = True

self.\_\_check\_for\_game\_over()

self.\_\_selected\_cell = None

def \_\_handle\_enemy\_turn(self):

"""Определение и выполнение хода компьютера."""

enemy\_side = SideType.opposite(PLAYER\_SIDE)

optimal\_moves = self.\_\_predict\_optimal\_moves(enemy\_side)

if optimal\_moves:

chosen\_move = random.choice(optimal\_moves) # Выбираем случайный из оптимальных ходов

captured = self.\_\_handle\_move(chosen\_move)

# Проверка на возможность повторного захвата

while captured and self.\_\_can\_capture\_again(chosen\_move.to\_x, chosen\_move.to\_y):

next\_move = self.\_\_get\_next\_capture\_move(chosen\_move.to\_x, chosen\_move.to\_y)

if next\_move:

chosen\_move = next\_move

captured = self.\_\_handle\_move(chosen\_move)

self.\_\_player\_turn = True

self.\_\_check\_for\_game\_over()

def \_\_predict\_optimal\_moves(self, side: SideType) -> list[Move]:

'''Предсказать оптимальный ход для заданной стороны.'''

optimal\_moves = []

best\_score\_diff = -inf

# Получаем список всех возможных ходов для заданной стороны

possible\_moves = self.\_\_get\_moves\_list(side)

for move in possible\_moves:

# Создаем копию доски для тестирования хода

board\_copy = Field.copy(self.\_\_field)

# Выполняем ход на копии доски

self.\_\_handle\_move(move, draw=False)

# Оцениваем результат хода

white\_score, black\_score = self.\_\_check\_lines()

score\_diff = white\_score - black\_score if side == SideType.WHITE else black\_score - white\_score

# Восстанавливаем исходное состояние доски

self.\_\_field = board\_copy

# Обновляем список оптимальных ходов

if score\_diff > best\_score\_diff:

best\_score\_diff = score\_diff

optimal\_moves = [move]

elif score\_diff == best\_score\_diff:

optimal\_moves.append(move)

return optimal\_moves

def \_\_can\_capture\_again(self, x, y) -> bool:

'''Проверяет, может ли шашка на заданных координатах выполнить еще один захват.'''

player\_type = self.\_\_field.type\_at(x, y)

enemy\_type = CheckerType.WHITE\_REGULAR if player\_type == CheckerType.BLACK\_REGULAR else CheckerType.BLACK\_REGULAR

for dx, dy in [(1, 0), (-1, 0), (0, 1), (0, -1)]:

capture\_x = x + dx \* 2

capture\_y = y + dy \* 2

between\_x = x + dx

between\_y = y + dy

# Проверяем, что по направлению хода есть шашка противника и пустое поле для захвата

if (self.\_\_field.is\_within(capture\_x, capture\_y) and

self.\_\_field.type\_at(between\_x, between\_y) == enemy\_type and

self.\_\_field.type\_at(capture\_x, capture\_y) == CheckerType.NONE):

return True

return False

def \_\_check\_for\_game\_over(self):

'''Проверка на конец игры'''

game\_over = False

white\_moves\_list = self.\_\_get\_moves\_list(SideType.WHITE)

if not (white\_moves\_list):

# Белые проиграли

answer = messagebox.showinfo('Конец игры', 'Чёрные выиграли')

game\_over = True

black\_moves\_list = self.\_\_get\_moves\_list(SideType.BLACK)

if not (black\_moves\_list):

# Чёрные проиграли

answer = messagebox.showinfo('Конец игры', 'Белые выиграли')

game\_over = True

if (game\_over):

# Новая игра

self.\_\_init\_\_(self.\_\_canvas, self.\_\_field.x\_size, self.\_\_field.y\_size)

def \_\_check\_lines(self) -> Tuple[int, int]:

'''Проверка наличия линий из шашек и начисление очков'''

white\_score = 0

black\_score = 0

# Проверка горизонтальных линий

for y in range(self.\_\_field.y\_size):

for x in range(self.\_\_field.x\_size - 1):

if self.\_\_field.type\_at(x, y) == CheckerType.WHITE\_REGULAR and self.\_\_field.type\_at(x+1, y) == CheckerType.WHITE\_REGULAR:

self.\_\_field.at(x, y).change\_type(CheckerType.NONE)

self.\_\_field.at(x+1, y).change\_type(CheckerType.NONE)

white\_score += 1

elif self.\_\_field.type\_at(x, y) == CheckerType.BLACK\_REGULAR and self.\_\_field.type\_at(x+1, y) == CheckerType.BLACK\_REGULAR:

self.\_\_field.at(x, y).change\_type(CheckerType.NONE)

self.\_\_field.at(x+1, y).change\_type(CheckerType.NONE)

black\_score += 1

# Проверка вертикальных линий

for x in range(self.\_\_field.x\_size):

for y in range(self.\_\_field.y\_size - 1):

if self.\_\_field.type\_at(x, y) == CheckerType.WHITE\_REGULAR and self.\_\_field.type\_at(x, y+1) == CheckerType.WHITE\_REGULAR:

self.\_\_field.at(x, y).change\_type(CheckerType.NONE)

self.\_\_field.at(x, y+1).change\_type(CheckerType.NONE)

white\_score += 1

elif self.\_\_field.type\_at(x, y) == CheckerType.BLACK\_REGULAR and self.\_\_field.type\_at(x, y+1) == CheckerType.BLACK\_REGULAR:

self.\_\_field.at(x, y).change\_type(CheckerType.NONE)

self.\_\_field.at(x, y+1).change\_type(CheckerType.NONE)

black\_score += 1

return white\_score, black\_score

def \_\_get\_moves\_list(self, side: SideType) -> list[Move]:

'''Получение списка ходов'''

moves\_list = self.\_\_get\_required\_moves\_list(side)

if not (moves\_list):

moves\_list = self.\_\_get\_optional\_moves\_list(side)

return moves\_list

def \_\_get\_required\_moves\_list(self, side: SideType) -> list[Move]:

'''Получение списка обязательных ходов'''

moves\_list = []

# Определение типов шашек

if side == SideType.WHITE:

friendly\_checkers = WHITE\_CHECKERS

enemy\_checkers = BLACK\_CHECKERS

elif side == SideType.BLACK:

friendly\_checkers = BLACK\_CHECKERS

enemy\_checkers = WHITE\_CHECKERS

else:

return moves\_list

for y in range(self.\_\_field.y\_size):

for x in range(self.\_\_field.x\_size):

# Для обычной шашки

if self.\_\_field.type\_at(x, y) == friendly\_checkers[0]:

for offset in MOVE\_OFFSETS:

new\_x, new\_y = x , y

# Проверяем только вертикальные и горизонтальные ходы

if self.\_\_field.is\_within(new\_x, new\_y):

# Проверяем, что клетка, куда мы хотим сделать ход, пуста

if self.\_\_field.type\_at(new\_x, new\_y) == CheckerType.NONE:

moves\_list.append(Move(x, y, new\_x, new\_y))

return moves\_list

def \_\_get\_optional\_moves\_list(self, side: SideType) -> list[Move]:

'''Получение списка необязательных ходов'''

moves\_list = []

# Определение типов шашек

if side == SideType.WHITE:

friendly\_checkers = WHITE\_CHECKERS

elif side == SideType.BLACK:

friendly\_checkers = BLACK\_CHECKERS

else:

return moves\_list

for y in range(self.\_\_field.y\_size):

for x in range(self.\_\_field.x\_size):

# Для обычной шашки

if self.\_\_field.type\_at(x, y) == friendly\_checkers[0]:

for offset in MOVE\_OFFSETS:

new\_x, new\_y = x + offset.x, y + offset.y

# Проверяем только вертикальные и горизонтальные ходы

if self.\_\_field.is\_within(new\_x, new\_y):

# Проверяем, что клетка, куда мы хотим сделать ход, пуста

if self.\_\_field.type\_at(new\_x, new\_y) == CheckerType.NONE:

moves\_list.append(Move(x, y, new\_x, new\_y))

return moves\_list

**move.py:**

class Move:

def \_\_init\_\_(self, from\_x: int = -1, from\_y: int = -1, to\_x: int = -1, to\_y: int = -1):

self.\_\_from\_x = from\_x

self.\_\_from\_y = from\_y

self.\_\_to\_x = to\_x

self.\_\_to\_y = to\_y

@property

def from\_x(self):

return self.\_\_from\_x

@property

def from\_y(self):

return self.\_\_from\_y

@property

def to\_x(self):

return self.\_\_to\_x

@property

def to\_y(self):

return self.\_\_to\_y

def \_\_str\_\_(self):

return f'{self.from\_x}-{self.from\_y} -> {self.to\_x}-{self.to\_y}'

def \_\_repr\_\_(self):

return f'{self.from\_x}-{self.from\_y} -> {self.to\_x}-{self.to\_y}'

def \_\_eq\_\_(self, other):

if isinstance(other, Move):

return (

self.from\_x == other.from\_x and

self.from\_y == other.from\_y and

self.to\_x == other.to\_x and

self.to\_y == other.to\_y

)

return NotImplemented

**point.py:**

class Point:

def \_\_init\_\_(self, x: int = -1, y: int = -1):

self.\_\_x = x

self.\_\_y = y

@property

def x(self):

return self.\_\_x

@property

def y(self):

return self.\_\_y

def \_\_eq\_\_(self, other):

if isinstance(other, Point):

return (

self.x == other.x and

self.y == other.y

)

return NotImplemented

**cypher.py:**

key = "key"

def vigenere(text: str, key: str, encrypt=True):

result = ""

for i in range(len(text)):

letter\_n = ord(text[i])

key\_n = ord(key[i % len(key)])

if encrypt:

value = (letter\_n + key\_n) % 1114112

else:

value = (letter\_n - key\_n) % 1114112

result += chr(value)

return result

def vigenere\_encrypt(text: str, key: str):

return vigenere(text=text, key=key, encrypt=True)

def vigenere\_decrypt(text: str, key: str):

return vigenere(text=text, key=key, encrypt=False)